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Abstract

Networks are a great way to present information. It is easy to see how different objects interact with one another, and the nature of their interaction. However, living in the technological era has led to a massive surge in data. Consequently, it is very common for networks/graphs to be large. When graphs get too large, the computational power and time to process these networks gets expensive and inefficient. This is common in areas such as bioinformatics, epidemic contact tracing, social networks, and many others. Graph compression is the process of merging nodes that are highly connected into one super-node, thus shrinking the graph. The goal of graph compression is to merge nodes while mitigating the amount of information lost during the compression process. Unweighted graphs are largely studied in this area. However, in this thesis, we extend the approaches to compress weighted graphs via genetic algorithms and analyse the compression from an epidemic point of view. It is seen that edge weights provide vital information for graph compression. Not only this, but having meaningful edge weights is important as different weights can lead to different results. Moreover, both the original edge weights and adjusted edge weights produce different results when compared to a widely used community detection algorithm, the Louvain Algorithm. However, the different results may be helpful to public health officials. Lastly, the NSGA-II algorithm was implemented. It was found that NSGA-II is more suitable as a pre-processing tool, in order to find a target compression that introduces a comfortable level of distortion, and then using the single-objective genetic algorithm to achieve an improved solution for the target.
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Chapter 1

Introduction

When there is a disease outbreak, the world must rally together to contain the disease. The individuals infected must be isolated in order for the disease to be contained and hopefully eradicated. The idea of isolation and quarantine goes back to the 14th century when repeated waves of plagues swept across Europe, and Viscount Bernabo of Reggio, Italy demanded that every person infected with the Plague be taken outside of the city to the fields to either die or recover [23]. While we no longer banish infected individuals to a field, the idea of quarantine is still a widely used and very effective strategy to contain a disease outbreak [41].

There is no denying that information is power. The more accurate information available to public health officials will result in a more effective and specific plan to contain the disease. This means that the only areas that will have to adhere to restrictions and physical distancing are those in high risk. One of the ways to get this information is through contact tracing. Areas that have been able to successfully apply contact tracing were able to control the outbreak more effectively [8] [32]. Information dealing with interactions between individuals are kept in a contact network, or weighted graph, where individuals are represented as nodes, the edges between them represent an interaction, and the edge weight represent the strength of their interactions. Note that in this thesis, we use the terms network and graph interchangeably.

Since the information era, data is not only being collected, but sought out by many companies [31]. The amount of data that has to be stored and analyzed, including data in large contact networks, is tremendous. However, when it comes to graphs, there is a solution that can help handle this difficulty - compression. In this thesis, we use genetic algorithms to compress four weighted networks that hold information pertaining to the strength of interactions between individuals. We will show that
edge weights provide critical information for graph compression. Moreover, having meaningful edge weights is just as important since different weights lead to different compressions. Similarly, when we compare our genetic algorithm with a well known community detection algorithm, the sets of super-nodes/communities suggested are also different. Nevertheless, these different results may be helpful to public health officials. Lastly, we will show that the multiple objective genetic algorithm, NSGA-II, is more fitted as a pre-processing tool in order to find a target compression ratio that introduces a comfortable level of distortion before using the single objective genetic algorithm to obtain the final solution.

1.1 Structure of Thesis

This thesis is organized as follows. Chapter 2 contains all the background information needed in order to understand the basic principles that was used in the study. We follow that up by how the problem has been tackled in the past in Chapter 3, and the methodology and specific details about our implementation in Chapter 4. Subsequently we have all the different experiments run with our methodology, and discussions about them in Chapters 5, 6, 7, 8, and 9. Finally, we recap all the results and relate them to an epidemic viewpoint in Chapter 10 as well as give recommendations about how to take this research to the next level.
Chapter 2

Background

This section will give a brief introduction to topics that will be discussed and/or used in this thesis. We will first start with a summary of some main graph theory concepts. Next, the fundamental strategy of graph compression, and the technique used in this thesis, will be presented. This is followed by an overview of genetic algorithms, which we use in the study to compress the graphs. Finally, we discuss epidemics and contact networks as this study applies graph compression to epidemic modelling.

2.1 Graph Theory

A graph $G$ is composed of a set of nodes (or vertices) $V$ and a set of edges $E$ where each edge connects two nodes. Edges are denoted by a pair of vertices $(u, v)$ where the edge is between the nodes $u$ and $v$, and the size of a graph $G$ is the total number of edges $|E|$ in $G$. The order of a graph $G$ is the number of nodes $|V|$ in $G$. The degree of a vertex is the number of edges connected to that vertex. Note that the sum of the degrees in a graph $G$ is exactly two times the size of a graph. This is because an edge will only ever connect two nodes, and both of the nodes will take that edge into account in their degree. In weighted graphs, the edges have an associated weight that indicate the strength of the connection between those two nodes. The weight of an edge $(u, v)$ is denoted by $w(u, v)$. When there are no weights associated, it is assumed that all edges have the same weight. Annotated graphs are when each node has an associated description. The annotation associated for the node $u$ is denoted by $\lambda(u)$.

For every type of graph the following terms hold true. If there is an edge $(u, v)$ then the nodes $u$ and $v$ are said to be adjacent. If two nodes are adjacent, they are also considered to be neighbors. The edge $(u, v)$ is incident to the nodes $u$ and $v$. The
degree of a node, is the number of edges incident to it. A path between two nodes is
the sequence of edges that connects them, with no node being visited more than once.
The distance between two nodes is the length of the shortest path between them. A
complete graph is a graph where there is an edge connecting each node to every other
node to the graph. Information on graphs can be found in the books [39, 26].

2.2 Graph Compression

Graph compression is the act of merging nodes together to decrease the order of the
graph. When two nodes are merged together, they form a super-node. Essentially this
one super-node is the equivalent of the two original nodes. As a result, the graph’s
order decreases by one for each merge that occurs. The edges incident to the nodes
that were merged need to be modified into super-edges since instead of pointing to
the original nodes, they are now pointing to the super-node. During decompression,
the super-node is deconstructed into its original nodes, and the super-edges incident
to the super-node are now connected to all the nodes that composed the super-
node. Therefore, when a graph G is compressed into G', and then subsequently
decompressed into G'', there may be edges in G'' that do not exist in G - these are
called fake edges. Fake edges are a form of distortion introduced to the graph due
to the compression process [3]. It follows that every super-node when decompressed
creates a complete sub-graph.

When compressing and decompressing a weighted graph, the weight of existing
edges may also change. This would be another form of distortion introduced to
the graph due to compression. When transforming the edges into super-edges, the
weights of the edges are averaged out [38]. Note that if there is no edge present
between two nodes in the graph, it is treated as an edge of weight zero. This is
shown in Figure 2.1. As seen, when node a and b merge to form super-node ab a
self-edge is created with weight \( w(a,b)/1 = 1/1 = 1 \) since only one edge can be
present between two nodes. The neighbor node c has an edge that that connects
to a, but not b. However, when the super-node ab is created, it now has to point
to both nodes. So, the edge \( (a,c) \) is transformed into an edge \( (ab,c) \) with weight
\( (w(a,c) + w(b,c))/2 = (4 + 0)/2 = 4/2 = 2 \). Therefore, when decompressed, there are
now two edges - \( (a,c) \) and \( (b,c) \) both with weight two.

The ideal compression would be to make G'' equal to G, which is considered a
lossless compression. If G'' is not equal to G, it is considered a lossy compression.
However, a lossless compression is very unlikely. Consequently, we focus on minimiz-
2.3 Genetic Algorithms

A genetic algorithm (GA) is an algorithm based on Darwin’s idea of “survival of the fittest”. It is inspired by biological evolution. In a GA, like living organisms, there is a population made up of chromosomes. In biology these chromosomes make up a person or an animal, but in a GA these chromosomes represent a solution to the problem that the GA is trying to solve. Note that the genetic algorithm is an optimization algorithm. Genetic algorithms are used with NP-Hard problems when time is of importance. GAs may find an acceptable solution in a reasonable amount of time. In the current section, we will review the basic concepts of genetic algorithms found in [27], and a more specific description of the genetic algorithm used in these studies is found in Chapter 4.

Much like in biology, the population in the GAs evolves throughout generations by going through crossover and mutation. Crossover is when two chromosomes exchange genes to make child chromosomes. Mutation is when the chromosome undergoes a slight variation.

Throughout these generations, the chromosomes, or, more accurately, the solutions provided by the GA, should be getting better and better until the whole population converges. Convergence is when every chromosome in the population is almost the same. In the end, we should be left with a near optimal solution in a reasonable amount of time.

To track which chromosomes are better than others - and hence which should be given priority during evolution - each chromosome has to go through a fitness
function. This function will assign a fitness value to the chromosome, which gives insight into how good the proposed solution is. The entire flow of genetic algorithms can be seen in Figure 2.2.

2.4 Epidemiology

This study will focus on graphs related to epidemics. Epidemics are defined as a widespread occurrence of a disease within a community. Public health officials need information and data when making choices about how to reduce the spread of such diseases to the masses. In an epidemic, the detection and containment of those with the disease, or most likely to have the disease, is of upmost importance to fighting the spread of the disease [42]. The recent SARS-CoV-2 pandemic has proved that those who were able to implement effective contact tracing were able to control the illness more successfully than those who did not [18, 32, 8, 11]. Epidemics are spread through social contact between people. Therefore, if we know who is in constant contact, we can predict where the disease will spread, and who may get affected.
Therefore, we will be using social contact networks (or graphs) in our study.

2.4.1 Social Contact Networks

A social contact network is essentially a weighted graph where the nodes represent individuals, the edges represent that the two individuals have a connection, and the weight of the edge is the strength of the relationship between the two individuals. The weights are an important part of social networks, as they essentially give us the risk shared between the individuals. The higher the weight, the more of a risk of transmission of the disease from one individual to another. For example, two individuals meeting for a short time, outside, with masks on have a much lower chance of infecting each other than two individuals who meet for hours, in an enclosed space, with no protective measures. We will be applying graph compression to networks such as these.
Chapter 3

Literature Review

In this chapter, papers exploring graph compression strategies are summarized and reviewed. Note that the compression that occurs when zipping a file on the computer is not sufficient as it has no meaning of the merges it is creating, and therefore, does not maintain important structure in the graphs. Here, we look at techniques that compress both unweighted and weighted graphs, while aiming to maintain the structure. This serves as a literature review and will be where the inspiration for our study originates.

3.1 Unweighted Graph Compression

Graph compression is a problem that is widely researched. Many studies were performed on minimizing the size of a graph [3, 5]. In those studies, it was noticed that the algorithm would merge nodes far away from each other in the graph. [12] aimed to correct this, by enforcing a local merge. A node could only merge with a node that was at most $x$ distance away, in terms of number of edges. The study looked at a distance of 3, 5, and 10. The study concluded that this restriction produces more meaningful compression, and reduced the overall distortion (fake edges created) for two out of the three graphs studied.

The same conclusion was found in [4], which applied compression to unweighted graphs to discover cities in role playing games. The distances of 3 and 5 were tested. In 11 out of the 12 experiments, the distance of 3 resulted in the same or a better compression result than a distance of 5.

In addition to a local merge, [3] also found that high crossover, and low mutation is better for compression. It was said that mutation is disruptive to the graphs structure. This study also had a different definition of similarity. The fitness function
preferred nodes that had a high number of neighbors in common - with a bonus if the nodes were neighbors themselves.

Zakirov et al. introduced a Non-dominated Sorting Genetic Algorithm (more commonly known as NSGA-II) to graph compression in [43]. NSGA-II essentially attempts to optimize two fitness functions at the same time, and sorts the different solutions produced using Pareto ranking. The advantage of using NSGA-II over a generic GA is that at the end of the run, the algorithm gives an array of possible solutions at different compression rates. This way researchers are able to examine the connectivity of the graph more thoroughly as it gives a more natural view of the compression range.

Collins et al. also used NSGA-II in their study [5]. However, it was only used as a primitive test to pick a good compression rate. The NSGA-II algorithm took into consideration two factors: compression rate and similarity that was based on reducing the number of fake links created due to compression. Once a seemingly ideal compression rate was chosen, the study ran the generic GA at the specified ratio. The study found the solution found by the single objective GA was significantly better than the solution found by NSGA-II at the same compression rate.

### 3.2 Weighted Graph Compression

Weighted graph compression has more information related to each edge than an unweighted graph. We are no longer just considering if the two nodes are related or not. We are now interested in how similar/close the two nodes are. This is a huge obstacle to tackle when considering weighted graph compression. In addition to the creation of new edges, we also need to think about the addition/loss of some edge weights when creating super-edges. Because of this, there is more research concerning unweighted graphs, but the study of compressing weighted graphs is very important, and has been explored more recently.

Newman demonstrated how any weighted graph can be converted to an unweighted multi-graph [25]. A multi-graph is an unweighted graph that can have multiple edges between nodes. The number of edges between nodes can be viewed as the “weight”, and this gives insight into how similar/closely connected the two nodes are. Through transforming weighted graphs to multi-graphs, Newman was able to apply concepts and techniques developed for unweighted graphs, with minor tweaks, to weighted graphs. This includes the community detection algorithm proposed by [10].
Toivonen et al. had described two forms of the compression problem in [38]: (1) simple and (2) generalized. Both take into account the weight of the edges in the original graph and the corresponding decompressed graph where the simple problem compares each edge individually and the generic problem compares all paths of length $\lambda$. Note that the simple problem is the general problem when $\lambda = 1$. The study found that weighted graphs can be compressed efficiently, and is a promising pre-processing step for large graphs. In this paper, we will focus on the simple problem.

Many algorithms to compress graphs are done in a pair-wise compression, meaning that one node is merged at a time. Khan et al. stated that this strategy can be very inefficient and suggested using a set-based algorithm instead to compress multiple nodes at once. [17] modifies the Set-Based Graph Summarization (SAGS) algorithm from [16] in order to apply it to weighted graphs. The process was essentially the same, with the only difference being that after finding candidate nodes, highly similar nodes were removed using post-pruning for edge weights. Afterwards, the edge weights were averaged out for the resulting sets.

Other researchers had a similar idea and used different methods to find sets of nodes to merge together. Serafino uses a tree to suggest merges [33]. The algorithm proposed is named MDT-COMPRESS. The algorithm computes the MDTree of the graph, and then merges the nodes from that tree in a bottom-up fashion. The resulting compressed graph is a simple graph - meaning that there are no self-loops. Therefore, the edge weights in each super-node are lost. In the results, MDT-COMPRESS proved to be more efficient, by requiring less time to run. The root mean square error (RMSE) was also lower than the other algorithms referenced in the paper. Finally an experiment was run to observe the performance of the compressed graph vs the original graph in a clustering problem. MDT-COMPRESS had the closest results to the uncompressed results than the other algorithms referenced in the paper.

Adler and Mitzenmacher propose an algorithm FIND-REFERENCE to compress directed weighted graphs by using an affinity graph and a minimum spanning tree [1]. FIND-REFERENCE attempts to find nodes that share multiple neighbors. An important property to note is that references cannot create a cycle. Therefore, if node $s$ is a reference for node $t$ which is a reference for node $u$, then node $u$ cannot be a reference for node $s$. This algorithm first computes the affinity graph $G_S$ for graph $G$, and the minimum directed spanning tree $D$ for $G_S$. Subsequently, if node $i$ points to node $j$ in $D$, then those two nodes are compressed in $G$. In experiments, it is proved that the results obtained by FIND-REFERENCE are statistically significant to the results obtained by Huffman-based alternatives.
Finally, Liu et al. took it a step further and studied compressing weighted time-evolving networks [22]. This is more challenging due to the dimension of time. At each time interval, the edges or the edge weights can change. The algorithm proposed, named MaxErrComp, runs in a greedy fashion. A hierarchical cluster tree is created, and the algorithm gradually increases the clustering cutoff value to obtain clusters. These clusters are then merged, averaging their edge weights. Since the algorithm uses a cutoff value, the compression error is bounded at any time interval in the dynamic graph. This process was compared with a random algorithm, and a static compression algorithm that compressed each time interval of the dynamic graph individually. MaxErrorComp excelled during the experiments in the encoding cost, preserving shortest path weights, and compression quality.
Chapter 4

Methodology

In this chapter, we take a deeper look into the technique used to generate the sequence of merges used to compress the graphs. All parts of the genetic algorithm are explained in their own sections to give the reader a full understanding of the methodology used throughout this thesis.

4.1 Representation

The first obstacle to solve is how to represent a valid solution to the problem. In a genetic algorithm, the chromosome is the structure that contains the solution. Usually, the chromosome is a string or array. Our solution consists of pairs of nodes to be merged in order to compress the graph. It is important to note that each node in the graph has a unique ID from 0 to \( N_G - 1 \) in order to identify the nodes, where \( N_G \) is the number of nodes in the original graph.

Firstly, the chromosome’s length depends on the compression rate, and the order of the graph. The compression rate, \( C \), is defined as \( 1 - \frac{N_G'}{N_G} \), where \( N_G' \) is the number of desired nodes in the compressed graph. The compression rate is an input parameter. Recall, that each merge decrements the order of the graph by one. Therefore, it follows that the length of the chromosome is equal to \( N_G - N_G' \) as well as \( N_G \times C \), where \( N_G \) is the number of nodes in \( G \) and \( C \) is the compression rate. For example, if \( G \) has 100 nodes, and the compression rate is 5%, then the chromosome should contain \((100 \times 0.05) = 5\) merges, and the compressed graph, \( G' \), will have a total of \((100 - 5) = 95\) nodes. Such a chromosome can be seen in Figure 4.1.

Secondly, since each merge requires two nodes, the chromosome should be able to contain two pieces of information for one merge. Therefore, we needed a two dimensional array as our chromosome where the corresponding indices contain the
two nodes for a single merge. The first dimension, which we will call the root array, holds the ID of the first node to be merged. This can be any node in the graph, and has the range of $[0, N_G]$. The second dimension, which we call the offset array, holds the offset of the second node ID from the node in the root array. This is how far away the second node ID is from the first node. Therefore, this dimension has a range from $[1, N_G - 1]$, so that we do not merge the same two nodes together. An example of a chromosome is shown in Figure 4.1. In this example, if the graph that the chromosome is compressing consists of 100 nodes, the first merge would occur between node 7 and node $(7 + 99) \ mod \ 100 = 6$.

**4.2 Initialization**

The initial population of chromosomes is randomly generated. For each index in the chromosome, both the root and the offset need to be determined. All the merges in this research will be a local merge, meaning that, nodes are only permitted to merge with nodes within a specified distance, $d$, also called the *maximum distance*. This is a user input parameter, and will be discussed more in Section 4.3. It is important to note, that edge weights are not taken into consideration when calculating distance.

To initialize a chromosome, a random node is first selected. The node’s ID is set as the value in the root array. Afterwards, a breadth first search is completed to gather all the neighboring nodes within the specified distance, $d$. One of these nodes is randomly selected and the offset for that node is calculated. The offset is equal to $n_1 - n_2 \ mod \ N_G$, where $n_1$ is the node in the root array, and $n_2$ is the second node to be merged. This occurs for the full length of the chromosome.

**4.3 Distance**

Distance is the length of the shortest path between two nodes. The distance parameter determines the local nodes that a specific node is able to merge with. If the distance is set to 3, only nodes that are distance 3 away from the active node can merge with it. As mentioned earlier, distance is purely the number of edges between two nodes - edge weights are not taken into consideration when calculating distance. It was
noticed in [12] that localized merges perform better for compressing graphs. This means that, both the fitness value was lower in the experiments, and the localized merge allowed for more meaningful/sensible merges. Therefore, we set the distance very low. In Appendix F we see that a distance of one is best for the graphs we are considering. It is important to note that even though the distance is one, there is a slight chance that two nodes that are at a greater distance may merge. This is due to the crossover reproduction operation. Let’s look at Figure 4.2. Here we see that node a and c ended up merging even though the distance between these two nodes is two. During the early formation of the chromosome, the nodes a and b must have merged. This would now make node a and c a distance one away from each other. Therefore, further down in the chromosome, node a and c can legally merge together. When this chromosome underwent crossover with another chromosome, the first merge (that merged node a and b) was lost, but the second merge that merged a and c, was kept. Therefore, we have a merge at a greater distance than explicitly allowed.

4.4 Selection

The GA utilizes tournament selection to designate two chromosomes from the population to undergo crossover, mutation, or duplication. We want to focus on the solutions with better fitness values, as these are promising solutions found. However, we want to keep some ‘worse’ solutions as they could contain a few really good merges that can push the solution further when crossed over with a good solution. Tournament selection will select $k$ random chromosomes from the population. The parameter $k$, is a user input parameter. Throughout the study, we have kept $k$ constant at 5, as this was the value used in earlier work such as [12]. From these 5 random chromosomes, the best solution, according to fitness value, is selected as one of the parents.
for the reproduction operators. The same process is repeated for the second parent.
Subsequently, the two parents are put through reproduction operators, until the next
generation has reached the desired population size. The population size is also a user
input parameter.

4.5 Mutation

Mutation is a slight random change. It adds diversity especially when convergence
occurs. Mutation is very important in a GA as it is exploitative. It optimizes within
a promising area, by just changing one merge rather than half the chromosome. The
mutation rate is also a parameter meant to be optimized based on the GA and the
problem to be solved. This GA uses a single point mutation. This is accomplished
by choosing a random index in the chromosome and changing both the root and the
offset value in the same fashion as the initialization process. Every other merge in the
chromosome is left unchanged. An example of a mutation can be seen in Figure 4.3.
Here, the third merge is mutated, while the rest of the chromosome is untouched.

4.6 Crossover

Crossover is when two chromosomes come together to make new chromosomes -
these are usually called child chromosomes. Not every chromosome will go through
crossover. The crossover rate is a parameter that is meant to be optimized based
on the GA and the problem the GA is trying to solve. This GA uses a two point
crossover. This works by choosing two random positions in the chromosome, copying
the values between and including the two positions to the respective children, and
then copying the other values of the chromosome to the opposite child. The crossover
is applied to both the root array and the offset array. Figure 4.4 shows the two chro-
mosomes picked to undergo the crossover operation. Figure 4.5 shows the resulting
children chromosomes when the first index is 1 and the second index is 3. Crossover is
important in GAs because they are exploratory. Crossover helps discover promising areas in the search space.

4.7 Elitism

The GA also includes elitism. This simply means the worst chromosome in the new generation (after crossover and mutation have taken place) is simply replaced with the best chromosome from the previous generation. This ensures that the GA does not lose track of the best found solution throughout the generations.

4.8 Fitness Function

All the chromosomes must go through the fitness function, giving each chromosome a fitness value. Recall this gives insight into how good the solution represented by the chromosome is. Two fitness functions were used. Both fitness functions measure the distortion between $G$ and $G''$. Recall, that the distortion will be present in $G''$ in the form of a new edge, and/or as a change in any edge weights. Ideally, $G''$ is equivalent to $G$, therefore, both fitness functions should be minimized. Note that if an edge $(u, v)$ does not exist, it is treated as an edge of weight zero. Let us look at both of the fitness functions in this study and relate it to an example merge in Figure 4.6.
4.8.1 First Fitness Function

The first fitness function is the sum of the absolute differences between the edge weights in $G$ and $G''$. The fitness function is shown in Equation 4.1, where the weight of the edge $(u, v)$ in $G$ is denoted as $wt(u, v)$ and the weight of the edge $(u, v)$ in $G''$ is denoted as $wt''(u, v)$.

\[
fitness_1 = \sum_{u,v \in G} |wt(u, v) - wt''(u, v)| \tag{4.1}
\]

The example merge would have the fitness value of 2, as shown below.

\[
fitness_1 = |wt(A, B) - wt''(A, B)| + |wt(A, C) - wt''(A, C)| + |wt(B, A) - wt''(B, A)| + |wt(B, C) - wt''(B, C)| + |wt(C, A) - wt''(C, A)| + |wt(C, B) - wt''(C, B)| \\
= |5 - 5| + |1 - 1.5| + |5 - 5| + |2 - 1.5| + |1 - 1.5| + |2 - 1.5| \\
= 0 + 0.5 + 0 + 0.5 + 0.5 + 0.5 \\
= 2
\]

4.8.2 Second Fitness Function

The second fitness function was inspired by Toivonen et al. in [38]. It is based on the concept of distance, and resembles Euclidean Distance. It is calculated as

\[
fitness_2 = \sqrt{\sum_{u,v \in G} (wt(u, v) - wt''(u, v))^2} \tag{4.2}
\]
The example merge would have the fitness value of $\sqrt{1}$, as shown below.

$$fitness_2 = \sqrt{(wt(A, B) - wt''(A, B))^2 + \cdots + (wt(C, B) - wt''(C, B))^2}$$

$$= \sqrt{(5 - 5)^2 + (1 - 1.5)^2 + (5 - 5)^2 + (2 - 1.5)^2 + (1 - 1.5)^2 + (2 - 1.5)^2}$$

$$= \sqrt{0 + 0.25 + 0 + 0.25 + 0.25 + 0.25}$$

$$= \sqrt{1}$$

Equation 4.2 is also referred to as 'Root Mean Square Error'. It was used in [17] and [33] to compare compression techniques and capabilities.

### 4.9 Data Sets

The graphs used in the following experiments come from the “Infectious: Stay Away” event [35, 34, 14] held in 2009. During the event, all participants were given sensors. At each 20 second interval, the individual’s interactions were recorded via proximity of sensors. At the beginning of the day, one individual was labelled as ‘infectious’, and during each interval the epidemic spread to others that were in proximity. At the end of each day, a dynamic graph of all the interactions was created. The event continued for 69 days.

In this study, the data was taken from four different days, and static graphs were created. Each graph is identified by its date. Therefore, the graph 04-28 corresponds to the static graph taken from the 28th of April. Three version of the graph were created for each day. The unweighted graph shows an edge between nodes if the two corresponding individuals had any contact throughout the entire day. The weighted graph shows an edge between nodes if the two corresponding individuals had contact at any point throughout the day, and has edge weights that show how many interactions the two individuals had throughout the day. Note that if the two individuals spend an entire minute (60 seconds) together, that will be counted as 3 interactions due to the 20 second intervals. Finally, since some of the weights in the weighted graph are very high, an adjusted graph was created that split the edge weights into 10 different classes using Equation 4.3. A summary table of the graph data is given in Table 4.1. Note the details given in this table refer to the weighted graphs, not the adjusted weight graphs.
\[ w_{adj} = \left[ 20 \times e^{0.075 \times w} / (1.0 + e^{0.075 \times w}) \right] - 10 \] (4.3)

Table 4.1: Summary of graph data

<table>
<thead>
<tr>
<th>Graph (Day)</th>
<th>Nodes</th>
<th>Edges</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>#</td>
<td>Max Deg</td>
</tr>
<tr>
<td>06 - 02</td>
<td>80</td>
<td>10</td>
</tr>
<tr>
<td>04 - 28</td>
<td>200</td>
<td>20</td>
</tr>
<tr>
<td>07 - 07</td>
<td>234</td>
<td>37</td>
</tr>
<tr>
<td>07 - 15</td>
<td>410</td>
<td>50</td>
</tr>
</tbody>
</table>

These graphs were picked due to their differing characteristics of order, degree, and weight. Graph 06-02 has the least amount of participants - only 80 nodes in the graph. It also has a relatively small average degree, and high average edge weight. This gives insight to the interactions of the individuals that day. The average degree tells us how many people on average an individual had interactions with. The average weight tells us on average how many interactions did an individual have with another individual. Both are important from an epidemic point of view. Of course, at least one interaction is needed to pass on a disease, however, more interactions with the same person, will increase the chances of the disease spreading to that person.

Graph 07-15 has the highest order - a total of 410 nodes in the graph, and a size of 2765 edges. However, from the table, we also know that the individuals on this day interacted with more people on average, for a shorter amount of time. This is because the average degree is the highest of the chosen days, and the average weight of the edges is least of the chosen graphs. In the context of epidemics, this is important information. As stated previously, it only takes one interaction to infect another individual. If each person is interacting with more individuals during the day, the disease has a good chance to spread to more communities in the graph.

For a visualization of the aforementioned graphs, see Appendices A, B, C, and D for the weighted original graphs for each respective day. The GraphViz library [7] was used to render these and all graphs presented in the study.

4.10 Adjusted Rand Index

A measure is needed to compare the super-nodes that the different GAs create. Rand Index, measures the similarity between two sets, \( U \) and \( V \), depending on how object
pairs are classified. Object pairs can be classified in 4 main ways: (1) the pairs appear in the same class in both partitions, (2) the pairs appear in different classes in both partitions, (3) the pairs appear in the same class in \(U\) and different classes in \(V\), and (4) the pairs appear in different classes in \(U\) and the same classes in \(V\) [13]. The Rand Index will produce a value between 0 and 1, where 0 means the two sets are completely disjoint, and 1 means the two sets are identical. The Adjusted Rand Index, takes this measure and adjusts it for chance by using Equation 4.4. The ARI is bounded by +1, however, may produce a negative number if the index is less than the expected index. The Adjusted Rand Index (ARI), is a widely known and used measure to compare partitions due to its superior performance [37] and is used in this study. The CDLIB Python library of Rossetti, Milli, and Cazabet [28] was used to calculate the Adjusted Rand Index values in this study.

\[
ARI = \frac{\text{RawIndex} - \text{ExpectedIndex}}{\text{MaximumIndex} - \text{ExpectedIndex}}
\]

(4.4)
Chapter 5

Unweighted Graphs vs Weighted Graphs

This experiment was originally published in the IEEE International Conference on Computational Intelligence in Bioinformatics and Computational Biology (CIBCB) 2020 conference proceedings [29]. Genetic algorithms are used to generate a sequence of merges that mitigates the amount of noise introduced to $G''$ on both unweighted and weighted graphs. The sequences of merges for the unweighted and weighted graphs are then compared to discover if the extra information given in terms of edge weights make a difference when compressing graphs. A small bug was found in the merging process of the genetic algorithm after the results were published. This bug was fixed, the experiments were re-run, and the new results are presented here.

5.1 Introduction

As we have seen, there have been many studies completed on unweighted graph compression, and not much research conducted on weighted graph compression. This begs the question: would taking weights into consideration make a difference when compressing a graph?

For this experiment, the compression between weighted and unweighted versions of the same graphs will be compared. To obtain the unweighted graphs, we simply delete the weights in the data file, so that there is no weight associated with the edges. Since there is no weight, the fitness functions introduced in Section 4.8 will not work because there are no edge weights to average. Subsequently, for the unweighted graphs, a different fitness function was used. This is the same fitness function that was used in [12]. It will be introduced in Section 5.1.1.
Note that preliminary tests have determined the crossover rate, mutation rate and the maximum distance used. Please see Appendix E to understand why a crossover rate of 0.90 and mutation rate of 0.15 is used, and Appendix F to discover why a maximum distance of one is used.

5.1.1 Unweighted Fitness Function

The fitness function used for the unweighted graphs counts the number of fake edges created from the compression [12], and is shown in Equation 5.1, where $E_x$ represents the total number of edges in graph $x$. Recall that fake edges are edges that are present in graph $G''$ but are not present in $G$. They are formed due to the merger of two nodes not originally connected by an edge. Therefore, it is likely (for a small compression) to obtain a chromosome with a fitness value of 0. This fitness function, like the weighted fitness functions in Section 4.8, should also be minimized to reduce the noise introduced to the compressed graph.

$$fitness_{unweighted} = E_{G''} - E_G$$

(5.1)

5.2 Experiment Details

To test the difference between weighted and unweighted graphs, three sets of GAs were executed. The first GA was executed utilizing the unweighted graph data, and the unweighted fitness function mentioned in Section 5.1.1. The second GA was executed utilizing the weighted graph data, and the first fitness function mentioned in Section 4.8.1. Lastly, the third GA was executed utilizing the weighted graph data, and the second fitness function introduced in 4.8.2. The GA parameters stayed consisted throughout all three GAs, and are displayed in Table 5.1.

5.3 Results and Discussion

In this section, we will give the results of the experiments, and discuss and compare the first and second fitness functions to the non-weighted fitness function to see if edge weights make a difference when taken into consideration for compression.
Table 5.1: Summary of Experimental Parameters

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mutation Rate</td>
<td>15%</td>
</tr>
<tr>
<td>Crossover Rate</td>
<td>90%</td>
</tr>
<tr>
<td>Max Distance</td>
<td>1</td>
</tr>
<tr>
<td>Generations</td>
<td>200 (compr. ratio 10%)</td>
</tr>
<tr>
<td></td>
<td>400 (compr. ratio 20%)</td>
</tr>
<tr>
<td>Population Size</td>
<td>250</td>
</tr>
<tr>
<td>Tournament Size</td>
<td>5</td>
</tr>
<tr>
<td>Number of Elites</td>
<td>1</td>
</tr>
<tr>
<td>Number of Runs</td>
<td>30</td>
</tr>
</tbody>
</table>

5.3.1 Unweighted vs First Fitness Function

We will first compare the unweighted fitness function to the first fitness function. In Table 5.2, we see the best fitness values produced by the GA within 30 runs. It is clear that the unweighted fitness function has a much lower fitness value than the weighted data. However, because the weighted data has more chances of introducing noise than the unweighted data, this makes sense. For instance, in the unweighted data, the only way to introduce noise is to create a fake edge. However, weighted graphs can introduce noise not only through a new edge, but also a difference in existing edge weights.

Table 5.2: Best fitness value obtained for each compression ratio for weighted graphs using the first fitness function (Section 4.8.1) and unweighted graphs using the unweighted fitness function (Section 5.1.1).

<table>
<thead>
<tr>
<th>Compression</th>
<th>10</th>
<th>20</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Fitness</td>
<td></td>
<td></td>
</tr>
<tr>
<td>06 – 02</td>
<td>10.00</td>
<td>0.00</td>
</tr>
<tr>
<td>04 – 28</td>
<td>80.00</td>
<td>21.00</td>
</tr>
<tr>
<td>07 – 07</td>
<td>154.00</td>
<td>15.00</td>
</tr>
<tr>
<td>07 – 15</td>
<td>753.78</td>
<td>131.00</td>
</tr>
<tr>
<td>First</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Unweighted</td>
<td></td>
<td></td>
</tr>
<tr>
<td>06 – 02</td>
<td>31.00</td>
<td>0.00</td>
</tr>
<tr>
<td>04 – 28</td>
<td>340.67</td>
<td>76.00</td>
</tr>
<tr>
<td>07 – 07</td>
<td>782.33</td>
<td>90.00</td>
</tr>
<tr>
<td>07 – 15</td>
<td>2520.23</td>
<td>408.00</td>
</tr>
</tbody>
</table>

Since, the fitness functions calculate noise differently, it is more insightful to look at the Adjusted Rand Index (ARI) between the two data. The ARI will tell us how similar the two chromosomes are. The best chromosomes produced (per compression rate and graph) from the unweighted fitness function and the first fitness function
were taken, all the nodes that merged together were considered its own community or class (while the unmerged nodes were a community of one node), and the ARI was calculated. This is shown in Table 5.3. Recall that an ARI score of 1 means the two chromosomes are identical, and if the ARI score is around 0 it means the two chromosomes have nothing in common. Clearly, the communities that the two chromosomes create are very different, the most dissimilar being the communities found for the graph 06 – 02 at 10% compression. The most similar communities were for graph 04 – 28 at 10% compression. Let us look at the merges suggested by the genetic algorithms, and how they differ by digging into the chromosomes themselves.

Table 5.3: The Adjusted Rand Index between weighted graphs (using the First Fitness Function) and the non-weighted graphs

<table>
<thead>
<tr>
<th>Compression</th>
<th>10</th>
<th>20</th>
</tr>
</thead>
<tbody>
<tr>
<td>06 – 02</td>
<td>-0.003</td>
<td>0.125</td>
</tr>
<tr>
<td>04 – 28</td>
<td>0.585</td>
<td>0.443</td>
</tr>
<tr>
<td>07 – 07</td>
<td>0.444</td>
<td>0.301</td>
</tr>
<tr>
<td>07 – 15</td>
<td>0.224</td>
<td>0.309</td>
</tr>
</tbody>
</table>

Figure 5.1 shows the merges suggested by the weighted fitness function, and Figure 5.2 shows the suggested merges from the unweighted fitness function for the graph 06-02 at a compression rate of 20%. Nodes that are the same colour were suggested to be merged by the GA, except the nodes in grey. Those were left untouched, and are the same as in the original uncompressed graph. One major difference is the clique of nodes numbered 55, 56, 57, and 58. The unweighted version has 3 out of 4 of these nodes merged together, coloured in yellow, since they can merge without creating any noise (fake edges). However, in the weighted version, none of the nodes from this clique are merged. This is because the edge weight range is too dramatic (1 - 35) in the clique such that it would introduce a lot of noise into the compressed graph.

Another observation made when looking at Figure 5.1, is that the algorithm does an incredible job at merging nodes that are connected by a highly weighted edge, when they are surrounded by low weighted edges. For example, take nodes numbered 51 and 50, coloured in greyish-blue. The edge between them has a weight of 40, but the external edge connecting that pair to the rest of the graph has a low weight of 1. When compressed, that high weighted edge becomes the super-node’s internal weight, which does not contribute to noise, and the low weighted edge of 1 is divided between
the two merged node, making it a super-edge of weight 0.5 instead of an edge of weight one - making a relative small amount of noise. This pattern is repeated numerous times throughout the graph. Including merging of nodes 41 and 42 (orange), 2 and 3 (gold), 31 and 32 (pink), 59 and 60 (pastel green), 1 and 0 (green-blue), etc. Where none of these nodes are merged by the unweighted fitness function, because a fake edge would be created in each case - creating maximal noise.

5.3.2 Unweighted vs Second Fitness Function

Similarly, we will now compare the unweighted fitness function and the second fitness function. Since the two fitness functions measure distortion in the graph in different ways, as mentioned in the previous section, it is more helpful to analyze the best merges suggested by the genetic algorithm. However, the best fitness values obtained by the GA within 30 runs are shown in Table 5.4 and the Adjusted Rand Index between the super-nodes created by the second fitness function and the unweighted fitness function, while keeping the compression, distance, crossover rate and mutation...
Figure 5.2: Unweighted Graph 06-02, that was compressed 20%
rate constant, are displayed in Table 5.5 for completeness. Although, it is important
to note, that these ARI values are also low.

Table 5.4: Best fitness value obtained for each compression ratio for weighted graphs
using the first fitness function (Section 4.8.2) and unweighted graphs using the un-
weighted fitness function (Section 5.1.1).

<table>
<thead>
<tr>
<th>Compression</th>
<th>10</th>
<th>20</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fitness</td>
<td>Second</td>
<td>Unweighted</td>
</tr>
<tr>
<td>06 – 02</td>
<td>2.24</td>
<td>0.00</td>
</tr>
<tr>
<td>04 – 28</td>
<td>6.60</td>
<td>21.00</td>
</tr>
<tr>
<td>07 – 07</td>
<td>9.38</td>
<td>15.00</td>
</tr>
<tr>
<td>07 – 15</td>
<td>28.75</td>
<td>131.00</td>
</tr>
</tbody>
</table>

Table 5.5: The Adjusted Rand Index between weighted graphs (using the Second
Fitness Function) and the non-weighted graphs

<table>
<thead>
<tr>
<th>Compression</th>
<th>10</th>
<th>20</th>
</tr>
</thead>
<tbody>
<tr>
<td>06 – 02</td>
<td>-0.003</td>
<td>0.168</td>
</tr>
<tr>
<td>04 – 28</td>
<td>0.585</td>
<td>0.403</td>
</tr>
<tr>
<td>07 – 07</td>
<td>0.444</td>
<td>0.217</td>
</tr>
<tr>
<td>07 – 15</td>
<td>0.215</td>
<td>0.212</td>
</tr>
</tbody>
</table>

The best found compression using the second fitness function for weighted graph
06-02 with a compression rate of 20% is shown in Figure 5.3. Similar observations can
be made between this compression and the unweighted compression shown in Figure
5.2 when we compared the first fitness function. The clique of nodes 55, 56, 57, and
58 have not been merged due to the wide range of edge weights. This fitness function
also does a tremendous job of merging nodes that are connected by an edge with a
high weight and have external edges with low weight. This can be seen by the merging
of nodes 59 and 60 (light green), 23 and 24 (dark green), 29 and 30 (orange-red), 31
and 32 (pink), 50 and 51 (pastel green), 41 and 42 (grey-blue), 74 and 75 (dark gold),
67 and 68 (light pink), 35 and 36 (light lavender), 0 and 1 (green-blue), and 2 and 3
(gold). It is interesting to note that all of these pairs of nodes, with the exception of
35 and 36, were also merged by the first fitness function.
Figure 5.3: Weighted Graph 06-02, that was compressed 20% by the Second Fitness Function

5.4 Conclusion

In conclusion, it is unmistakable that the edge weights provide important information that can be useful when compressing graphs. The edge weights give us an entirely different representation/comprehension of the graph. Throughout the rest of this study, only weighted graphs and fitness functions will be considered.
Chapter 6

Fitness Functions

This experiment was originally published in the IEEE Congress on Evolutionary Computation (CEC) 2021 conference proceedings [30]. The sequence of merges provided by the GAs are translated into super-nodes. These sets of super-nodes are compared via the Adjusted Rand Index measure to verify if the two fitness functions result in different merges.

6.1 Introduction

In this section, we compare, for each graph and each compression ratio, the sets of super-nodes created by the compression algorithm using two fitness functions. Analyzing how the two fitness functions compress a graph will allow us to determine whether the patterns of the compression are similar. If the two functions produce different sets of super-nodes, the patterns will give us an insight into what situation the fitness function is best suited for.

6.2 Experiment Details

To analyze the differences between the two fitness functions, all the graphs, original and adjusted, were run in the GA with the parameters shown in Table 6.1 with both fitness functions. Recall that the crossover rate, mutation rate and the distance parameter were determined empirically. These preliminary tests are shown in Appendices E and F. These graphs were all compressed by 40% and 50%.

The resulting super-nodes were taken from the best found chromosome produced by each GA. For each graph and compression ratio the Adjusted Rand Index, in-
introduced in Section 4.10, was calculated to discover the similarity between the two sets. We were also able to take the best chromosome from the first fitness function, and rerun it to get the corresponding fitness value using the second fitness function. This allows us to compare the two solutions on the same level to see which solution introduced less noise into the compression.

Table 6.1: Summary of Experiment Parameters

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mutation Rate</td>
<td>15%</td>
</tr>
<tr>
<td>Crossover Rate</td>
<td>90%</td>
</tr>
<tr>
<td>Max Distance</td>
<td>1</td>
</tr>
<tr>
<td>Generations</td>
<td>400</td>
</tr>
<tr>
<td>Population Size</td>
<td>250</td>
</tr>
<tr>
<td>Tournament Size</td>
<td>5</td>
</tr>
<tr>
<td>Number of Elites</td>
<td>1</td>
</tr>
<tr>
<td>Number of Runs</td>
<td>30</td>
</tr>
</tbody>
</table>

6.3 Results and Discussion

Before we look at any results, let us analyze the fitness functions in more detail. The first fitness function, introduced in Section 4.8.1, deals with the distortions of the graph by summing their absolute values. Whereas, the second fitness function, introduced in Section 4.8.2, deals with distortion by squaring it, and then taking the square root of the total difference. Below we will apply these fitness values to some common merges. All the merges discussed will have the two nodes connected by an edge, since we set the maximum distance parameter to 1 for this study.

1. The first merge to focus on will be the merging of a sub-graph with order 2. This is just two nodes that are only connected to each other, and no external edge exists, as shown in Figure 6.1. This is straightforward, and will result in no distortion in graph $G'$. Therefore, both fitness functions will prioritize this kind of merge.
2. The second merge, is the merging of two nodes with one external edge, as shown in Figure 6.2. This merge does produce distortion in $G''$. Using the first fitness function, the fitness value would evaluate to $2w$, whereas the second fitness function would evaluate to $w$. In this case, this type of merge would be prioritized based on $w$. If $w$ is high, that would contribute a lot of noise to $G''$. However, if $w$ is low, such as 1, this type of merge may be the best option for both fitness functions.

3. Thirdly, a merge where the nodes have an edge to the same external node is also very common. There are two cases: when these edges have the same weight, shown in Figure 6.3, and when the edges have a different weight, shown in Figure 6.4.

The case where the two edges have the same weight to the external edge will be prioritized by both fitness functions as no noise was introduced to $G''$. 
Subsequently, the case where the two edges to the external node vary in weight will add distortion to the graph. The amount of distortion added will depend on the difference between the weights. The higher the difference, the more noise is introduced. Note that this does depend on the difference between the two weights, not the value of the weights themselves. For example, if $y = 15$ and $x = 20$, a difference of 5, would produce less noise than if $y = 1$ and $x = 10$, since that would be a difference of 10. Once again, if the difference between the two weights is very low, then this may be the best merge option for both of the fitness functions.

After this quick analysis, we have learned that both fitness functions aim to merge nodes that have commonly weighted edges with external nodes. If we continue to analyze more complex merges, such as when a super-node merges with another node (or another super-node), the internal weight is also averaged. Then, the same principle
is seen. Both algorithms will prioritize merging nodes that have relatively similar internal weights in order to keep the distortion low.

There is one scenario where the two fitness functions differ in optimization. This is when it is presented with the choice of either merging two nodes with equal variation in the connections to external nodes, or merging two nodes with differing variation between external nodes. For example, in Figure 6.5 we see a graph where nodes A and B both have edges to nodes C and D. And between each of these nodes there is a difference of 7. Using the first fitness function, when nodes A and B are merged, the fitness value would equate to 28, and the second fitness function would equal to $\sqrt{98} = 9.899$. In Figure 6.6 we see a similar merge. However, the difference between the edges from nodes A and B to C have a difference of 13 (15-2), and to node D have a difference of 1 (2-1). In this case, if nodes A and B merge, the first fitness function equates to 28, and the second fitness function equates to $\sqrt{170} = 13.038$.

In both of these the total weight difference within the one merge equals 14 ($7+7$...
Table 6.2: Similarity of sets of super nodes in best results from fitness function 4.1 vs those from fitness function 4.2.

<table>
<thead>
<tr>
<th>Graph</th>
<th>Compression ratio 40%</th>
<th></th>
<th>Compression ratio 50%</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Original</td>
<td>Adjusted</td>
<td>Original</td>
<td>Adjusted</td>
</tr>
<tr>
<td>06 – 02</td>
<td>0.82</td>
<td>0.83</td>
<td>0.82</td>
<td>0.80</td>
</tr>
<tr>
<td>04 – 28</td>
<td>0.66</td>
<td>0.59</td>
<td>0.53</td>
<td>0.43</td>
</tr>
<tr>
<td>07 – 07</td>
<td>0.63</td>
<td>0.61</td>
<td>0.61</td>
<td>0.52</td>
</tr>
<tr>
<td>07 – 15</td>
<td>0.52</td>
<td>0.44</td>
<td>0.54</td>
<td>0.45</td>
</tr>
</tbody>
</table>

or 1+13), but where the weight differences lay in the graph is distinct. However, this only affected the outcome of the second fitness function. It clearly optimized the merge with the equal variations between the external nodes. The first fitness function does not recognize this distinction and randomly chooses between the two options.

Due to this investigation of common merges, we expect the two fitness functions to result in very similar compressions. Table 6.2 shows the ARI between the two super-nodes created by the two fitness functions, per graph and compression ratio. From the table, we see that there is a general pattern where the larger the order of the graph the less similar the two resulting super-nodes are. This makes sense considering the fewer nodes in a graph, the fewer optimal choices there are between what nodes to merge, so the two fitness functions have a better chance to merge the same nodes. Whereas, the higher the order of a graph, the more optimal merges are possible. This can create a domino effect, where a different simple merge can create the possibility of a more optimal complex merge.

In order to compare the two fitness functions to each other, the best chromosome, per graph and compression ratio, produced by the second fitness function was applied to the original graph $G$, and the fitness value was calculated by the first fitness function. We can then compare these solutions to the solutions solely found by the first fitness function. This is shown in Figure 6.7. The same was done to the solutions produced by the first fitness function. The corresponding second fitness function value was calculated, so we can compare these solutions to the solutions found solely by the second fitness function. This comparison is found in Figure 6.8.
Figure 6.7: Translating the Second Fitness Function to the First Fitness Function

As can be observed by the two figures, for each graph and compression ratio, the fitness values are always around the same value. However, the solution found by the comparing fitness function is usually better (i.e. lower). This adheres to the main objective of a genetic algorithm - the solution is specifically designed to most optimally follow the restrictions set by the fitness function. Thus, the fact that the solutions that were found by the first fitness function had a better first fitness value than the solution found by the second fitness value is expected. And vice versa for the second fitness function.

Figure 6.8: Translating the First Fitness Function to the Second Fitness Function
6.4 Conclusion

In conclusion, the two fitness function seem to be working towards merging the same type of nodes. The same patterns can be seen by both fitness functions, with the exception of the one difference mentioned. Both prioritize merging nodes that have similarly weighted edges to common external nodes, or completely merge nodes to form a clique with similar internal weight. Any differences that we see are primarily due to chance and past merges. Thus, we will continue to use both of the fitness functions throughout the rest of this study.
Chapter 7

Original Weights vs Adjusted Weights

This experiment was originally published in IEEE Congress on Evolutionary Computation (CEC) 2021 conference proceedings [30]. The extreme weights presented in the original graph have been modified to be in a range of [1,10]. The genetic algorithms are then run as normal to test how much the severity of weights actually affect the compression.

7.1 Introduction

It has clearly been proven in Chapter 5 that edge weights add vital information for compressing a graph. Edge weights give meaning to the strength of the connection between nodes, and can give an entirely different view of the network - especially in an epidemic point of view. However, the weights present in the original graph range a great deal. Table 4.1 shows the summary of the graphs used, including the maximum and average edge weight present. Edge weights in graph 06 – 02 range from 1 to 95 with an average of 11.33, in 04 – 28 range from 1 to 108 with an average of 8.32, in 07 – 07 range from 1 to 167 with an average of 8.20, and in 07 – 15 range from 1 to 191 with an average of 6.26. This is quite an extreme difference.

7.2 Experiment Details

In order to test how the magnitude of the weight affects the compression, each edge weight was run through equation 4.3, which adjusts the weight to be in one of 10
Table 7.1: How weights change when using Equation 4.3

<table>
<thead>
<tr>
<th>Original Weight</th>
<th>Adjusted Weight</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>2</td>
</tr>
<tr>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>5</td>
<td>2</td>
</tr>
<tr>
<td>10</td>
<td>4</td>
</tr>
<tr>
<td>20</td>
<td>7</td>
</tr>
<tr>
<td>50</td>
<td>10</td>
</tr>
<tr>
<td>100</td>
<td>10</td>
</tr>
</tbody>
</table>

classes from \([1, 10]\). Table 7.1 shows what classes some different weights belong to. This will maintain the information that some connections are stronger than others but does not contain edges that have extreme weights.

Afterward, the GAs were run as before, with the parameters as outlined in Table 7.2. The mutation rate, crossover rate and max distance were set empirically by running preliminary tests. These tests are shown in Appendices E and F. The graphs were then compressed by 40% and 50%.

The super-nodes were then taken from the best found chromosome produced by each GA. For each compression ratio and fitness function, the Adjusted Rand Index, introduced in Section 4.10, was executed to find the similarity between the original graphs and the adjusted graphs.

Table 7.2: Summary of Experiment Parameters

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mutation Rate</td>
<td>15%</td>
</tr>
<tr>
<td>Crossover Rate</td>
<td>90%</td>
</tr>
<tr>
<td>Max Distance</td>
<td>1</td>
</tr>
<tr>
<td>Generations</td>
<td>400</td>
</tr>
<tr>
<td>Population Size</td>
<td>250</td>
</tr>
<tr>
<td>Tournament Size</td>
<td>5</td>
</tr>
<tr>
<td>Number of Elites</td>
<td>1</td>
</tr>
<tr>
<td>Number of Runs</td>
<td>30</td>
</tr>
</tbody>
</table>
7.3 Results and Discussion

Table 7.3 shows the ARI values per compression ratio and fitness function. From this, we see that the magnitude of the weights contribute a lot to the solution of the compression. It can be seen that the smaller graph (06-02) has a higher similarity than the larger graphs, and that the similarity usually decreases when moving from 40% compression to 50% compression.

Table 7.3: Similarity of sets of super-nodes in the best results from using the original graphs vs those from using the adjusted graphs.

<table>
<thead>
<tr>
<th>Graph</th>
<th>Compression ratio 40%</th>
<th>Compression ratio 50%</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Fitness 1</td>
<td>Fitness 2</td>
</tr>
<tr>
<td>06 − 02</td>
<td>0.90</td>
<td>0.78</td>
</tr>
<tr>
<td>04 − 28</td>
<td>0.50</td>
<td>0.60</td>
</tr>
<tr>
<td>07 − 07</td>
<td>0.49</td>
<td>0.52</td>
</tr>
<tr>
<td>07 − 15</td>
<td>0.60</td>
<td>0.50</td>
</tr>
</tbody>
</table>

Figure 7.2 shows the best merges found on the 06-02 original graph using the first fitness function compressing by 50%, and Figure 7.3 shows the best merges found on the 06-02 adjusted graph using the first fitness function compressing by 50%. The two solutions have an ARI of 0.64. Consequently, we can see some differences with the chosen merges.

From Chapter 6 we know that both fitness functions prioritize merges that have commonly weighted edges to external nodes, and the smaller the difference between these two weights, the better the merge. When we adjusted the weight of all the edges, the number of edges with a similar weight increases, thus increasing the number of optimal merges in the adjusted graph. This leads to different merges such as with nodes 9 and 10, shown in Figure 7.1. Using the original weights, the two nodes were not merged due to the large difference in the external edge weights. The edges connecting node 7 to 9 and 7 to 10 have weights of 24 and 47 respectively. The edges connecting nodes 8 to 9 and 8 to 10 have weights of 19 and 62 respectively. These are large differences, and thus will lead to a lot of distortion in the compressed graph. However, once the weights were adjusted, these extreme values became more controlled. This lead to the edges connecting node 7 to 9 and 7 to 10 to have weights of 8 and 10 respectively, and the edges connecting nodes 8 to 9 and 8 to 10 have weights of 7 and 10 respectively. The differences between these weights are much smaller, and will lead to much less distortion in the compressed graph. The same
example is seen when the second fitness function is used. More of these examples can be seen when comparing the best merges found for $06^{-02}$ and $06^{-02_{adj}}$ with the first fitness function shown in Figures 7.2 and 7.3 and the second fitness function in Figures 7.4 and 7.5.

### 7.4 Conclusion

In conclusion, adjusting the weights of the graph leads to different solutions, i.e. different compressions. This is not to say that adjusting the weights of a graph is wrong. It simply shows that having accurate and meaningful weights is important when compressing a graph. Therefore, we will continue to use both original and adjusted weights for the remainder of the study.
Figure 7.2: 06-02 with original weights, compressed 50% with First Fitness Function.
Figure 7.3: 06-02 with adjusted weights, compressed 50% with First Fitness Function.
Figure 7.4: 06-02 with original weights, compressed 50% with Second Fitness Function.
Figure 7.5: 06-02 with adjusted weights, compressed 50% with Second Fitness Function.
Chapter 8

Graph Compression vs Community Detection

This experiment was originally published in IEEE Congress on Evolutionary Computation (CEC) 2021 conference proceedings [30]. The super-nodes created from merges could be regarded as communities, if the compression is high enough. A community is a set of nodes that are relatively highly connected compared to the rest of the graph. The sets of super-nodes were taken from all the graphs that were compressed 40% and 50% and compared to the communities detected by a popular community detection algorithm: the Louvain Algorithm. For each graph, compression ratio, and fitness function, the two sets (of super-nodes and communities) were compared using the Adjusted Rand Index measure. Finally, we took the communities, created a chromosome solution that would result in the same super-nodes and calculated the fitness value via both fitness functions, and compared it to the best found solution from the GA.

8.1 Introduction

As the compression ratio increases, the amount of nodes in a single super-node also increases. Recall that when a super-node is decompressed, it forms a clique with each node which was merged into the super-node. This means that every node has an edge to every other node. When this occurs, the nodes that make up the super-node can be seen as a community. However, graph compression and community detection are two different methodologies altogether, which aim to resolve different goals. In graph compression, nodes are merged based on their common connections to other nodes, like we saw in Chapter 6. However, in community detection, nodes are grouped
8.2 Background

8.2.1 Community Detection

As mentioned, community detection aims to group nodes based on their connection to each other. Therefore, the result is a set of communities in which the nodes within each community are relatively highly connected, and have a minimum amount of connections to external nodes. Reviews were conducted on prevailing community detection algorithms and may be found in [15] and [20].

Modularity is often optimized in community detection algorithms. Newman-Girvan Modularity [24] can be defined as the fraction of edges that exists within a given community, minus the expected fraction of these edges if the distribution were random. Modularity can have a negative or positive value. If the value is positive, it indicates the presence of a community. Large positive values are also preferred.

8.2.2 Louvain Algorithm

When looking for a community detection algorithm for weighted graphs, there are significantly fewer options than for unweighted graphs. There are three algorithms that can be used: (1) Greedy Modularity Optimization, (2) the Leiden Algorithm, and (3) the Louvain Algorithm.

The Louvain algorithm was chosen for this study. This was due to its quick computation time, the quality of its results [2], and the feature of using a resolution specification [19], in order to choose how many communities the algorithm detects.

The Louvain Algorithm, presented in [2] is based on Newman-Girvan Modularity mentioned above. The algorithm is divided into two phases that are repeated iteratively. The first phase, “modularity optimization”, applies a community to each node. Therefore, in the first iteration, each node is in a community by itself. Then, for each node $i$, the gain of modularity is evaluated if node $i$ was placed in the community of its neighbor, $j$. The node is then placed in the community that yields the largest gain of modularity. This is repeated for all nodes until no further improvement to modularity can be made. The second phase, “community aggregation”, essentially creates a new network by replacing the communities found in Phase One with nodes. Now, Phase One is able to be repeated. The Louvain Algorithm is performed by an
external library. We use the CDLIB Python library of Rossetti, Milli, and Cazabet [28].

8.3 Experiment Details

In this chapter, we will be comparing the communities detected by the Louvain Algorithm, and the super-nodes created by the GA using both fitness functions. To do this, the best found solutions from the GAs run previously were taken. The GA parameter settings can be seen in Table 7.2.

The GAs were run with both fitness functions. From here, we calculate the number of super-nodes, $x$, created by multiplying the compression by the total number of nodes. For example, to get a corresponding solution from the Louvain Algorithm for a graph, $G$, of 200 nodes compressed by 50%, the estimated number of communities is set to $x = 0.5 \times 200 = 100$. We then run the Louvain algorithm with the resolution specification set to $x$, so that we got the same number of communities detected by the Louvain algorithm. The nodes merged together were then obtained from the best solutions found by the GA, and compared to the communities detected by the Louvain Algorithm by using the Adjusted Rand Index.

We also translate the communities found by the Louvain Algorithm to a corresponding chromosome, such that all the nodes in a community are merged together. The chromosome is then evaluated by each fitness function to get the respective fitness values.

Note that we are not expecting that the Louvain Algorithm and the GA will create the same sets of communities. Recall that the two methodologies aim to resolve different goals. There will even be differences between different community detection algorithms. However, there may be some similarities in the results obtained by the Louvain Algorithm and the GA.

8.4 Results and Discussion

Table 8.1 shows the Adjusted Rand Index between the best found super-nodes created through the genetic algorithm and the communities found by the Louvain Algorithm per compression ratio, fitness function, and graph. At first glance, it’s noticed that the smaller graphs have a higher ARI value, and the similarity between the two sets of results decrease as the order of the graph increases. Another pattern present is that in general, with the exception of graph 06-02, the ARI values are higher for the
Table 8.1: Adjusted Rand Index: Similarity of sets of super-nodes in best results from Compression vs those from Community Detection.

<table>
<thead>
<tr>
<th>Graph</th>
<th>Compression ratio 40%</th>
<th></th>
<th>Compression ratio 50%</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Fitness 1</td>
<td>Fitness 2</td>
<td>Fitness 1</td>
<td>Fitness 2</td>
</tr>
<tr>
<td></td>
<td>Orig</td>
<td>Adj</td>
<td>Orig</td>
<td>Adj</td>
</tr>
<tr>
<td>06 – 02</td>
<td>0.88</td>
<td>0.81</td>
<td>0.76</td>
<td>0.64</td>
</tr>
<tr>
<td>04 – 28</td>
<td>0.52</td>
<td>0.65</td>
<td>0.49</td>
<td>0.68</td>
</tr>
<tr>
<td>07 – 07</td>
<td>0.50</td>
<td>0.59</td>
<td>0.61</td>
<td>0.62</td>
</tr>
<tr>
<td>07 – 15</td>
<td>0.33</td>
<td>0.33</td>
<td>0.26</td>
<td>0.39</td>
</tr>
</tbody>
</table>

Figure 8.1 and 8.2 show the Louvain communities compared (relatively) to the best found super-nodes with the first and second fitness function respectively. Here the global best fitness from the genetic algorithm is shown as a percentage of the corresponding fitness value from the Louvain Algorithm. Recall that a lower fitness is better. It is clear that, in terms of fitness, the solution found by the GA is always better than the solution found by the Louvain Algorithm. Both fitness functions show a similar trends: the fitness of larger graphs are slightly closer than the smaller graphs, and the fitnesses are closer for 50% compression compared to 40% compression. However, the relative difference between the Louvain and GA solutions is larger when considering the second fitness function than the first fitness function.
One interesting case is the 50% compression of the adjusted graph for 04-28 using the first fitness function. In Figure 8.1 it can be seen that the two fitness values are very close to each other. However, the ARI value between the super-nodes created by the compression algorithm and the communities detected by the Louvain Algorithm is only 0.49. Subsequently, when the two graphs are compared, we expect to see a lot of differences. But these differences will still be optimal merges. The super-nodes created by the GA using the first fitness function are shown in Figure 8.3 and the communities detected by the Louvain Algorithm are shown in Figure 8.4. The nodes in grey represent nodes that have not been merged or put into a community, and each other colour represents nodes that have been merged together/put into the same community.

Even with a low ARI, many similarities between these super-nodes/communities can be seen. For example, the sub-graph of nodes 192-199 are separated the same way by both the compression algorithm and the community detection algorithm. Nodes 192, 193 and 194 are together, nodes 195, 196, and 197 are together, and nodes 198 and 199 are together. This is similarly the case for the super-node/community of nodes 17, 18, and 19; 20, 21, 22, and 23; 31, 32, 33, and 36. Many more can be seen in Figures 8.3 and 8.4.

Many differences can be seen too. For example, consider the huge super-node in Figure 8.3 consisting of nodes 110, 114, 115, 118, 119, 120, 121, 122, 123, 124, 125, and 126 highlighted in bright cyan. This community does not exist in Figure 8.4. Instead this one super-node is broken up into 5 communities: (1) 108, 109, 110; (2)
114, 115, 126; (3) 118, 119; (4) 120, 121, 122; and (5) 123, 124, 125. This example reinforces our findings that the communities differ, yet the merges/communities are still optimal.

Another interesting case is the 50% compression of the original graph 06-02 using the first and second fitness function. The fitness corresponding to the solution found by the Louvain Algorithm is more than double that of the compression algorithm when using the first fitness function and almost triple when using the second fitness function. However, the ARI between the communities found by the Louvain Algorithm and the super-nodes found by the genetic algorithm are 0.69 and 0.70 for the first and second fitness function respectively. Therefore, we expect to see a lot of similarities between these two sets of super-nodes/communities, but the few differences will create a major amount of distortion. Figure 8.5 shows the super-nodes created by the first fitness function for the original 06-02 graph when compressed 50%, Figure 8.6 shows the super-nodes created by the second fitness function for the original 06-02 graph when compressed 50%, and Figure 8.7 shows the communities identified by the Louvain Algorithm.

Many similarities can be seen between the solutions developed by the compression algorithm (using either fitness function) and the solution developed by the Louvain algorithm. All the small sub-graphs were merged the same way throughout all the algorithms. This includes super-nodes/communities of nodes 76-79, 33-34, 55-56, and 57-58.

Nevertheless, some differences are present as well. The genetic algorithm, using either fitness function, only merged nodes 74 and 75 together. As they are both connected to node 73 by an edge of weight 1, this merge is completed without introducing distortion to the graph. Recall common merges in Section 6.3. However, the community detection algorithm put all three nodes (73, 74, and 75) in one community, even though the edges in this graph represent interaction, and an edge of weight 1 is the lowest possible level of interaction.

8.5 Conclusion

In conclusion, some similarities are present between the solutions given by the compression algorithm and the community detection algorithm. However, there are more differences. Again this was expected due to the two methodologies resolving different goals. Nevertheless, the different sets of super-nodes and communities can help inform public health decision makers.
Figure 8.3: 04 – 28_{adj}, 50% compression, First Fitness Function
Figure 8.4: 04 – 28_{adj}, 50% compression, Louvain Algorithm
Figure 8.5: 06-02, 50% compression, First Fitness Function
Figure 8.6: 06-02, 50% compression, Second Fitness Function
Figure 8.7: 06-02, 50% compression, Louvain Algorithm
Chapter 9

NSGA-II

NSGA-II was used to try to find a balance between the distortion of the graph and the compression ratio. NSGA-II, which stands for Non-Dominated Sorting Genetic Algorithm II, is a multi-objective evolutionary algorithm (MOEA) [6], meaning that it attempts to optimize multiple objectives with the same solution. We use this algorithm to balance the level of distortion introduced into the graph and the compression ratio.

9.1 Introduction

Using a single-objective genetic algorithm is great when the compression ratio needed is known. However, if the opposite is desired, for example, wanting to compress a graph as much as possible without going over a certain level of distortion, then another methodology is needed. This is where multi-objective algorithms are worthwhile.

NSGA-II was used as the multi-objective evolutionary algorithm due to the fact that it is an improved version of NSGA, proposed in [36]. NSGA-II addresses the three main concerns that NSGA provided: (1) the high computational complexity of $O(MN^3)$, where $M$ is the number of objectives and $N$ is the population size; (2) the lack of elitism; and (3) the need for a sharing parameter. NSGA-II was able to be improved to a computation complexity of $O(MN^2)$. To implement NSGA-II in our study, the DEAP Python library of De Rainville et al. [9] was used.
9.2 Background

9.2.1 NSGA-II

NSGA-II has the following steps [5, 21]:

1. A population, $P$, of size $r$ is randomly generated.

2. The offspring population, $Q$, also of size $r$ is generated from $P$ using crossover and mutation reproduction functions.

3. Population $P$ and $Q$ are then combined into one population $P'$ of size $2r$.

4. The Pareto rank for each solution in $P'$ is found. In order to do this, $n_p$ and $S_p$ are calculated for each solution, where $n_p$ is the number of solutions that dominate $p$, and $S_p$ is the set of solutions that are dominated by $p$. If no solutions dominate $p$, then it is in the first Pareto front (the optimal Pareto front), and is brought over to a separate list from the rest of the population, $F$. Then, the $n_p$ of every solution $S_p$ in $F$ is decremented by 1. At the end, any solutions in $P'$ that now have an $n_p$ of zero, are a part of the next Pareto front. This continues until no more solutions are left in $P'$. Pareto ranking will be explained further in the next subsection.

5. The crowding distance, described in Section 9.2.3, is also calculated for each solution originally in $P'$.

6. The next population $P$, of size $r$, for the next generation is selected based on a higher Pareto rank (where the first Pareto rank is the highest), and if their rank is equal, a larger crowding distance.

7. These steps are repeated until the termination criteria is reached.

9.2.2 Pareto Ranking

NSGA-II uses Pareto ranking to separate the solutions in $P'$. Solutions in Pareto rank $x$ dominate those in Pareto rank $x + i$ for $i > 0$. The solutions in Pareto rank 1 are the best in at least one of the objectives from all other solutions. In order to execute Pareto ranking, Pareto dominance must be understood, and applied.

Firstly, all objectives must be measured with their own natural fitness. These objectives are kept in a vector of scores. Then, each objective of one solution is
Table 9.1: Example Solutions for Pareto Dominance

<table>
<thead>
<tr>
<th>Solution</th>
<th>Objective One</th>
<th>Objective Two</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>0.85</td>
<td>345</td>
</tr>
<tr>
<td>B</td>
<td>0.30</td>
<td>120</td>
</tr>
<tr>
<td>C</td>
<td>0.99</td>
<td>230</td>
</tr>
<tr>
<td>D</td>
<td>0.85</td>
<td>267</td>
</tr>
<tr>
<td>E</td>
<td>0.74</td>
<td>496</td>
</tr>
</tbody>
</table>

Table 9.2: Pareto Ranks for Solutions in Table 9.1

<table>
<thead>
<tr>
<th>Pareto Rank</th>
<th>Solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>A, C, E</td>
</tr>
<tr>
<td>2</td>
<td>D</td>
</tr>
<tr>
<td>3</td>
<td>B</td>
</tr>
</tbody>
</table>

compared to the corresponding objective of all the other solutions. Solution A is better than (dominates) solution B if it is as good in all objectives with at least one objective being better.

For example, let us take the solutions in Table 9.1. If both objectives are to be maximized, then solution A dominates B, since $0.30 < 0.85$ and $120 < 345$; and D, since $0.85 = 0.85$ and $267 < 345$. However, it does not dominate solution C since $0.99 > 0.85$; or solution E, since $496 > 345$. The Pareto ranks for the solutions are shown Table 9.2.

### 9.2.3 Crowding Distance

The crowding distance is present to ensure that the population stays full of diverse solutions. It is calculated for each chromosome, $i$, and is equal to the total normalized distance between the next best and next worst solutions relative to $i$ for each objective. The maximum and minimum solutions, per objective, are selected as the bounds and are given an infinite value, $Inf$.

### 9.3 Methodology

The methodology is very similar to the methodology that was followed for the single objective genetic algorithms explained in Section 4, with a few minor changes.
9.3.1 Elitism

Firstly, there is no explicit elitism in the sense that the best solution from the previous generation replaces the worst chromosome from the new generation. However, elitism does exist within the process of NSGA-II. Recall that the next generation of chromosomes are the best from both the parent population and the offspring population.

9.3.2 Representation

The representation is similar to the representation used in Section 4.1. However, instead of having the first node showing as the node ID in the root array, and the second node showing as an offset from the first node, both nodes are now just shown by their ID’s. For example, the chromosome in Figure 9.1 will merge nodes 23 with node 24, node 78 with node 81, and so forth.

\[
\begin{array}{cccccc}
\text{node 1} & 23 & 78 & 45 & 0 & 23 \\
\text{node 2} & 24 & 81 & 48 & 5 & 25 \\
\end{array}
\]

Figure 9.1: NSGA-II Chromosome Example

9.3.3 Crossover

A different crossover method was used during the experiment. One point crossover was used instead of two point crossover. For one point crossover, only one random position from the chromosome is selected. Then, since the chromosomes are different lengths, the two parent chromosomes swap genes up to the random position selected. Figure 9.2 shows the chromosomes that are about to undergo the crossover process - also referred to as the parent chromosomes. Figure 9.3 shows the resulting chromosomes when the index of 3 is selected. In the case that the two chromosomes have different lengths, the random position selected must be lower than the length of the shortest chromosome.
9.3.4 Fitness Functions

As mentioned, NSGA-II attempts to find a solution to optimize/balance multiple objectives. Each objective has its own fitness function. In our experiment, the first objective is the compression rate. The compression rate is calculated as the length of the chromosome, \( c \), over the number of nodes in the original graph, as shown in Equation 9.1.

\[
\text{Compression} = \frac{\text{len}(c)}{N_G} \tag{9.1}
\]

The second objective is the amount of distortion introduced into the graph by the compression. We run the NSGA-II algorithm twice, once with each fitness function described in Section 4.8.

9.4 Experiment Details

The NSGA-II algorithm was only run with the original graphs, due to time constraint. Once initial runs were done, it was evident that this algorithm requires a lot of computation power. Running the algorithms on the full range of compression rate (0% compressed to 100% compressed) is too time consuming - especially if the population converges toward the 100% compressed solutions. Because of this, we decided to run
Table 9.3: Summary of Experiment Parameters

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mutation Rate</td>
<td>15%</td>
</tr>
<tr>
<td>Crossover Rate</td>
<td>90%</td>
</tr>
<tr>
<td>Max Distance</td>
<td>1</td>
</tr>
<tr>
<td>Generations</td>
<td>250 (40 for 07-15)</td>
</tr>
<tr>
<td>Population Size</td>
<td>1000</td>
</tr>
</tbody>
</table>

the NSGA-II algorithm between 30% compression and 70% compression. This, way
the execution time would be fast, but we can still visualize and extrapolate the rest of
the curve. The other genetic algorithm parameters were kept constant to the single
objective genetic algorithms, and are displayed in Table 9.3. Note that the maximum
generation was 250. However, graph 07-15 was so big, that we could only run it up to
generation 40. Unfortunately, this is not enough generations to start to see a curve,
or analyse the result, but it is included in the figure for completeness.

Once the algorithm finished executing, the fitness values were modified to be a
similarity ratio, so that a curve, similar to the curve in [5], could be seen. This
was completed by dividing each chromosome’s second objective fitness value by the
maximum amount of distortion possible to introduce (essentially the fitness function
if the entire graph were compressed to one super-node), and then subtracted from
1. For the first and second fitness function the similarity equations are shown in
Equation 9.2 and 9.3 respectively, where \( wt^M(u, v) \) is the weight of edge \((u, v)\)
in the maximally compressed graph. Since the ratio is being subtracted from 1, both
similarities would need to be minimized for optimization.

\[
similarity_1 = 1 - \frac{\sum_{u,v \in G} |wt(u, v) - wt''(u, v)|}{\sum_{u,v \in G} |wt(u, v) - wt^M(u, v)|}
\]  \hspace{1cm} (9.2)

\[
similarity_2 = 1 - \frac{\sqrt{\sum_{u,v \in G} (wt(u, v) - wt''(u, v))^2}}{\sqrt{\sum_{u,v \in G} (wt(u, v) - wt^M(u, v))^2}}
\]  \hspace{1cm} (9.3)

9.5 Results and Discussion

The final generation of chromosomes is shown on Figures 9.4 and 9.5. The x-axis
shows the similarity value as explained in Section 9.4, where a similarity of 1.0 repre-
Table 9.4: Best Result Given by a Single Objective GA and a Multi Objective GA At 40% Compression Ratio using the First Fitness Function

<table>
<thead>
<tr>
<th>Graph</th>
<th>GA Fitness</th>
<th>Similarity</th>
<th>NSGA-II Fitness</th>
<th>Similarity</th>
</tr>
</thead>
<tbody>
<tr>
<td>06-02</td>
<td>256.17</td>
<td>0.9591</td>
<td>357.6667</td>
<td>0.9429</td>
</tr>
<tr>
<td>04-28</td>
<td>1744.21</td>
<td>0.9241</td>
<td>2576.5962</td>
<td>0.8879</td>
</tr>
<tr>
<td>07-07</td>
<td>3752.96</td>
<td>0.9007</td>
<td>4726.9317</td>
<td>0.8749</td>
</tr>
</tbody>
</table>

sents no distortion introduced to the graph from the compression, and 0.0 represents all the possible distortion was introduced to the graph. The y-axis shows the compression rate, where 0.0 is that no nodes were merged together, and 1.0 represents that all the nodes were merged into one super-node.

The main goal in this chapter, is to find a balance between the compression ratio and the amount of distortion introduced to the graph. The goal is to keep the distortion as low as possible (i.e. similarity as high as possible) while maximizing the compression. This can be accomplished by looking at the similarity/compression rates of the chromosomes in the last generation.

9.5.1 First Fitness Function

In Figure 9.4, we see the last generation of every graph that was run using the first fitness function. From the curve, and the fact that we know that a 0% compression will result in a 1.0 similarity, we can infer what the bottom of the curve will look like. A user can pick any compression rate that introduces the amount of distortion they are comfortable with. Let us say, for out purposes we only want to allow 10% of the possible distortion into the graph. This would be a similarity of 0.9. For graph 06-02, the compression rate would be around 50%. However, for graphs 04-28 and 07-07, a compression rate of 40% looks like a good balance.

Let us actually compare the best fitness values obtained by NSGA-II and the single objective GA in earlier experiments at 40% compression. Table 9.4 shows the best raw fitness value and the corresponding similarity. Note that if an exact compression rate of 0.4 wasn’t available for NSGA-II, the closest compression rate and its result are shown. As can be seen, all graphs were able to obtain a better compression with the single objective GA focusing on one compression value.
Figure 9.4: Similarity Curves for all Graphs using the first fitness function
Figure 9.5: Similarity Curves for all Graphs using the second fitness function
Table 9.5: Best Result Given by a Single Objective GA and a Multi Objective GA At 40% Compression Ratio using the Second Fitness Function

<table>
<thead>
<tr>
<th>Graph</th>
<th>GA</th>
<th>NSGA-II</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Fitness</td>
<td>Similarity</td>
</tr>
<tr>
<td>06-02</td>
<td>29.84</td>
<td>0.9137</td>
</tr>
<tr>
<td>04-28</td>
<td>62.77</td>
<td>0.9042</td>
</tr>
<tr>
<td>07-07</td>
<td>117.44</td>
<td>0.8633</td>
</tr>
</tbody>
</table>

9.5.2 Second Fitness Function

Similar observations are found for the second fitness function. Figure 9.5 shows the last generation of every graph that was run using the second fitness function. Again, we can infer what the rest of the graph would look like through extrapolation, and the compression ratio that provides the desired balance is up to the user. Let’s say we again only want to introduce 10% of the possible distortion into the graphs. For graph 06-02, this would balance out to a compression rate of 40%. Graphs 04-28 and 07-07 introduce distortion to the graph more quickly. Choosing a compression rate of about 30% and 25% respectively seems to provide a good balance.

Let us compare the best results given by the single objective genetic algorithm from previous experiments to the results given by NSGA-II. This information is found in Table 9.5. Note that if an exact compression rate of 0.4 wasn’t available for NSGA-II, the closest compression rate and its result are shown. For all but graph 06-02, the single objective genetic algorithm found a better solution (i.e. lower fitness, higher similarity). Thus, this reinforces our assumption that the single objective genetic algorithms provide better solutions.

9.5.3 One Point vs Two Point Crossover

Since the single objective GA was run with two point crossover, and the NSGA-II was run with one point crossover, a mini sub-experiment was performed to see how much of a difference switching the two crossovers made. Figure 9.6 and 9.7 shows the final generation of 5 different runs of the 06-02 graph when run for 250 generations with one point crossover, and two point crossover using the first fitness function and second fitness function respectively.

From a quick glance at Figure 9.6 there doesn’t seem to be a big difference between the results. However, the two point crossover is able to stay very close to a similarity of 1 up until about 20% compression. One point crossover starts to deviate from a
Figure 9.6: The last generations when 06-02 was run with One Point and Two Point Crossover for 250 generations using the First Fitness Function

similarity of 1 around a compression rate of 15%. Throughout the curve, the two point crossover curve provides a slightly greater or equal similarity when compared to the one point crossover curve. For example, at a compression rate of 40%, the one point crossover curve is between 0.8 and 0.9 similarity, but the two point crossover curve is between a similarity of 0.85 and 0.9. Therefore, even though two point crossover does make a slight improvement in these results, it is not enough to change the conclusion of this experiment.

Figure 9.7 shows a similar trend for the second fitness function. Again, the two point crossover stays close to a similarity of 1 for longer than one point crossover, 0.15 and 0.10 respectively. The one point crossover curve introduces about an average of 5% more distortion into the graph than the two point crossover counterpart. This can be seen at the 60% compression ratio, when the best found solution for the one point crossover GA is at 0.55 similarity, and the best found solution for the two point crossover GA is at 0.6 similarity. However, there are times when the difference between the two is smaller. Such as when the graph is compressed 40%. Again, this slight improvement by the two point crossover is not enough to change our conclusion of this experiment.
Figure 9.7: The last generations when 06-02 was run with One Point and Two Point Crossover for 250 generations using the Second Fitness Function

9.6 Conclusion

In conclusion, NSGA-II is a powerful tool to get an idea of the landscape of solutions. It is possible to choose a compression rate depending on how much distortion is wanted to be introduced into the graph. However, in order to get the best possible solution at that compression, a single objective genetic algorithm is superior.
Chapter 10

Conclusion and Future Work

Throughout this thesis, we have completed many experiments, and learned a lot about weighted graph compression with genetic algorithms. In the next few sections, we will go over the results of all the experiments and outline some possible room for improvement.

10.1 Weighted vs Unweighted Graphs

We first saw how important edge weights are, and how much vital information edge weights provide for compression. From an epidemic point of view, edge weights show the level of interaction between nodes. The higher level of interaction, the greater the risk of transmitting a disease. Thus, it follows that those nodes with a high transmission risk should be treated similarly when it comes to quarantines and/or restrictions. When edge weights are not present, the genetic algorithm just merges random nodes as long as there is an edge connecting them - as this is done at no cost. When edge weights are provided, different and more meaningful nodes are merged together for all 16 experiments.

10.2 First vs Second Fitness Function

When analyzing the two fitness functions used in this thesis, it is found that both prioritize merging nodes that have commonly weighted edges to external nodes, as well as common internal weights. However, the second fitness function fares better in one situation: when the choice between merging two nodes with equal variation between two external nodes and merging two nodes with differing variation between
two external nodes is present. Recall that the first fitness function evaluates both scenarios as equal distortion, and the second fitness function prioritizes the merge with equal variation. Even so, when the solutions obtained by two fitness functions were compared, they were very similar.

### 10.3 Original vs Adjusted Weights

The inclusion of edge weights provides important detail to the genetic algorithm, and gives a whole new understanding of the graph. When looking at the merges made by the compression algorithms, it is seen that it is merging nodes that are connected by a highly weighted edge, or with nodes that have similar connections to common nodes. In other words, the algorithms are recognizing sets of nodes that have important connections. This indicates that we may be able to use compression to reduce the complexity of large contact networks to identify individuals that should be given the same quarantine rules.

However, having meaningful edge weights in the graph is just as important, as different weights can lead to different results, and a different understanding of the graph. Providing classes for what kind of interaction the individuals are having or the length of the interaction may be beneficial. For example, the interaction of two individuals being together in the same room (i.e. a classroom or office) for hours, may not be equal to the interaction of saying, “Hello” to a stranger passing by on the street.

### 10.4 Community Detection

In our experiments, the genetic algorithm and the Louvain Algorithm resulted in different sets of super-nodes/communities. However, recall that there is no expectation that these results should be the same. Since the problem is essentially a clustering problem, there is no ‘best’ overall result without a clear definition of the application and graph in the real world. These different results may even be beneficial to public health officials. The different sets of super-nodes/communities contribute important pieces of information that can help when making decisions about restrictions, vaccinations, or isolation.
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10.5 NSGA-II

NSGA-II is a powerful tool used to understand the landscape of different compressions on the graph. It is able to give a high level representation of the percentage of exposure that a certain compression ratio introduces into the graph. However, as was seen, single objective genetic algorithm produces a better solution when compared with NSGA-II results. Therefore, we recommend using NSGA-II to select a target ratio which represents the highest level of distortion that the user is willing to introduce to the graph, and then run a single objective GA with that specific compression ratio to obtain the final result.

10.6 Future Work

Many avenues are available for further research and possible improvement. First and foremost, future work should analyze larger networks, even if synthetic data would be used, in order to determine if similar trends are seen as in the current study. In the case of testing larger networks, it would be advantageous to implement the NSGA-II algorithm in a faster language than Python, such as Java, as the execution time for NSGA-II grows exponentially. It is also important to note that even though this study focused on social contact networks, this methodology can be applied to any weighted graphs. It may be beneficial to apply this methodology to large biological networks, due to its ability to identify closely related nodes. On this note, applying this methodology on graphs that contain negative weights, or where lower weights are best could be interesting. This may require the fitness function to be changed as well in order to incorporate the different meaning of the weights.

Secondly, it may be worthwhile to investigate an appropriate weight classification to represent the different levels of contact/risk in weighted contact networks.

Future work can also extend the analysis by focusing on the variance in the population, using different seeds in the Louvain Algorithm, and running more instances of NSGA-II. Furthermore, parameter testing with NSGA-II could perhaps aid in resulting in a better Pareto front.

Finally, many details in the genetic algorithms can be investigated to possibly improve results such as the fitness functions, reproductive operations, and selection method. An alternate selection method to be considered is the keep-best-reproduction, where the roulette wheel selection is used to select parents, and the best parent and best offspring are kept after reproduction [40].
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Appendix A

Original Graph 06-02

The below Figure is the visualization of the uncompressed 06-02 graph introduced in Section 4.9. This is the smallest graph that we use throughout the study.

Figure A.1: Data set from “Infectious: Stay Away Event” Day 06-02
Appendix B

Original Graph 04-28

The below Figure is the visualization of the uncompressed 04-28 graph introduced in Section 4.9 with the original weights.

Figure B.1: Data set from “Infectious: Stay Away Event” Day 04-28
Appendix C

Original Graph 07-07

The below Figure is the visualization of the uncompressed 07-07 graph introduced in Section 4.9 with the original weights.

Figure C.1: Data set from “Infectious: Stay Away Event” Day 07-07
Appendix D

Original Graph 07-15

The below Figure is the visualization of the uncompressed 07-15 graph introduced in Section 4.9 with the original weights. This is the largest graph we use throughout the study.

Figure D.1: Data set from “Infectious: Stay Away Event” Day 07-15
Appendix E

Mutation And Crossover Rates

Preliminary runs were conducted in order to choose an adequate crossover and mutation rate. Three different crossover and mutation rate combinations were tested: (1) 80% crossover and 10% mutation, (2) 90% crossover and 10% mutation, and (3) 90% crossover and 15% mutation. We ran these different crossover and mutation rate combinations with all the weighted data (original weights and adjusted weights) and two different distance parameters (1 and 2).

In Figure E.1, we see the mean best fitness values obtained with the first fitness function with the 95% confidence interval broken up by date. Recall that all the fitness functions should be minimized. Many of the results obtained were not statistically significant. The only graph that produced statistically significant results was graph 07-15. The graph produced statistically better results when using a crossover rate of 90% and a mutation rate of 15% for 3/4 experiments when compressed 10% (original weights & distance = 1, original weights & distance = 2, and adjusted weights & distance = 2), and 2/4 experiments when compressed 20% (original weights & distance = 2, and adjusted weights & distance = 2). The symbol representations are described in Table E.1.

Let us now consider the second fitness function shown in Figure E.2. Here, again, the smallest graph, 06-02, did not return any statistically significant result. A crossover rate of 90% and a mutation rate of 15% are statistically better for 3/4 experiments when graph 04-28 was compressed 10% and 2/4 experiments when compressed 20%. The same parameter combination remained statistically significant for the original weighted graph 07-07 with a distance of 2 when compressed 10%, and both original weighted graphs 07-07 when compressed 20%. Finally, the original weighted graph 07-15, with distance 1 and 2, also performed better with a crossover and mutation rate set to 90% and 15% respectively when compressed 10% and 20%.
Figure E.1: The mean best fitness value with 95% confidence intervals for the First Fitness Function 4.8.1. See Table E.1 for symbol representation.
Table E.1: Symbol Representation

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Crossover Rate</th>
<th>Mutation Rate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Back Diamond</td>
<td>80</td>
<td>10</td>
</tr>
<tr>
<td>Red Square</td>
<td>90</td>
<td>10</td>
</tr>
<tr>
<td>Green Circle</td>
<td>90</td>
<td>15</td>
</tr>
</tbody>
</table>

The adjusted 07-15 graph with a distance of 2 is also statistically significant when compressed 20%.

From these experiments, it is clear that a 90% crossover and 15% mutation rate is best for the GAs in general. Even though, these experiment parameters are not always statistically significant, they are the only parameters that resulted in a statistically better result for some of the data. Therefore, these parameters will be used for the rest of the study. There is evidence that the larger the graph is and/or the higher the compression, the larger an impact the parameters will have on the results as well. These results were published in the CIBCB 2020 conference proceedings [29].
Figure E.2: The mean best fitness values with 95% confidence intervals for the Second Fitness Function 4.8.2. See Table E.1 for symbol representation.
Appendix F

Distance

Preliminary runs were conducted to select the best performing distance parameter. The experiments conducted in [12] proved that a local merge (i.e. a smaller maximum distance) leads to lower fitness, and thus, a better compression. The paper tests distances of 10, 5, and 3. The smallest distance reduced the overall distortion of the graph for 2/3 of the graphs tested. This hypothesis test was taken further, and distances of 2 and 1 were examined with four experiments: (1) original graphs when compressed 10%, (2) original graphs compressed 20%, (3) adjusted graphs when compressed 10%, and (4) adjusted graphs when compressed 20%. These experiments were run with both fitness functions.

Figure F.1 shows the mean fitness value of the original and adjusted graphs using the first fitness function with the 95% confidence interval. The only graph where a distance of 2 is better than a distance of 1 is graph 06-02. This may be due to the structure of the graph. Graph 06-02 is comprised of many disconnected sub-graphs, as seen in Appendix A. Graphs 04-28, 07-07, and 07-15 show that a distance of 1 is statistically significantly better than a distance of 2 for all four experiments. As the graphs get larger in order, the greater the differences get between the confidence intervals.

Very similar results are seen when the second fitness function is used. These results are shown in Figure F.2. The only difference seen is in graph 04-28. Using the second fitness function, the distance of 1 was only statistically significant for 2/4 of the experiments, namely when the original graph was compressed 10%, and when the adjusted graph was compressed 20%. In the other two experiments, neither of the values resulted in being statistically significant.
Figure F.1: The mean best fitness values with 95% confidence intervals for the First Fitness Function 4.8.1. Where solid symbols show the results for 10% compression, and the hallow symbols show the results for 20% compression.
Figure F.2: The mean best fitness values with 95% confidence intervals for the Second Fitness Function 4.8.2. Where solid symbols show the results for 10% compression, and the hallow symbols show the results for 20% compression.

From these results, it is clear that for most of the experiments ran, a distance of 1 is better. Therefore, for the rest of the study, we will only use a distance of 1 in the parameters. There is also evidence to show that as the graph is more connected, and has a higher order, the value entered for the distance parameter will make a larger difference. These results were published in the CIBCB 2020 conference proceedings [29].